|  |
| --- |
| Algorithm: Bidirectional Search |
| Input: Start node *S*, Goal node *G*, Grid map *M* |
| Output: Optimal path from *S* to *G* |
|  |
| 1. Initialize: |
| * Open list (forward) ← {*S*} |
| * Open list (backward) ← {*G*} |
| * Closed list (forward) ← ∅ |
| * Closed list (backward) ← ∅ |
| * *g*(*S*) ← 0, *g*(*G*) ← 0 |
| * *f* (*S*) ← *h*(*S*, *G*), *f* (*G*) ← *h*(*G*, *S*) |
| 1. While both Open lists are not empty: |
| 1. Forward Search: |
| 1. Select node *nf* from Open list (forward) with the smallest *f* (*nf* ). |
| 1. Remove *nf* from Open list (forward) and add to Closed list (forward). |
| 1. For each neighbor *m* of *nf* : |
| 1. If *m* ∈ Closed list (backward): |
| 1. Path found! Reconstruct path from *S* to *G*. |
| 1. Tentative cost *gt* ← *g*(*nf* ) + *cost*(*nf* , *m*). |
| 1. If *m* ∈/ Open list (forward) or *gt* < *g*(*m*): |
| 1. *g*(*m*) ← *gt*. |
| 1. *f* (*m*) ← *g*(*m*) + *h*(*m*, *G*). |
| 1. Parent of *m* ← *nf* . |
| 1. Add *m* to Open list (forward). |
| 1. Backward Search: |
| 1. (Repeat steps 4–14 for the backward direction, treating *G* as start and *S* as goal.) |
| 1. If Open list (forward) or Open list (backward) is empty: |
| 1. Path not found. |
| 1. Output: |
| 1. Return the optimal path from *S* to *G*. |

# Penjelasan Langkah Utama

* 1. Inisialisasi:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAMCAYAAABWdVznAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAw0lEQVQokZWSPQ6CQBCFZ7GFCTGGythBu8XuXWz2EDZwjd0DmHgDjuNP6LaggmAyPc/KhMIovmS672vePAJAAEhE0hBCba29MvPMzLO19hpCqEUkfXMEgGKMB611l2UZPp3WuosxHgAQiUj6DV5KIpJuiqI4tW17pB+Zpmmb5/lzMwzDeRzH3S+BiKjv+71i5hmAWiMopZCsAZdJyrJ8rIWrqronzrnLWsE5d/m71v8ft5yG974xxtze0zDG3Lz3zXIaL+4jn7moeIS/AAAAAElFTkSuQmCC) Dua jalur (forward dan backward) dimulai dari *S* dan *G*.

* 1. Pencarian Simultan:
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* 1. Penggabungan Jalur:
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* 1. Efisiensi:
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